**SOLID Design Principles in C#**

The SOLID Design Principles in C# are the design principles that help us solve most software design problems. These design principles provide multiple ways to remove the tightly coupled code between the software components (between classes), making the software designs more understandable, flexible, and maintainable.

##### **Why Do We Need to Learn SOLID Design Principles?**

As a developer, we start developing applications using our experience and knowledge. But over time, the applications might cause bugs. We must alter the application design for every change request or new feature request. After some time, we might need to put in a lot of effort, even for simple tasks, which might require the full working knowledge of the entire system. But we can’t blame the change requests or new feature requests as they are part of the software development. We can’t stop them, and we can’t refuse them either. So who is the culprit here? Obviously, it is the Design of the Application.

##### **What are the Main Reasons Behind Most Unsuccessful Applications?**

1. Putting More Functionalities on Classes. (In simple words, we put many functionalities into the class even though they are unrelated to that class.)
2. Implementing Tight Coupling Between the Software Components (i.e., Between the Classes). If the classes depend on each other, changing one class will also affect the other.

##### **How to Overcome the Unsuccessful Application Development Problems?**

1. We need to use the Correct Architecture (i.e., MVC, Layered, 3-tier, MVP, and so on) as per the Project Requirements.
2. As developers, we must follow the Design Principles (i.e., SOLID Principles, ONIO Design Principles, etc.).
3. Again, we must choose the correct Design Patterns (Creational Design Pattern, Structural Design Pattern, Behavioral Design Pattern, Dependency Injection Design Pattern, Repository Design Pattern, etc.) per the project requirements.

##### **What are SOLID Design Principles?**

The **SOLID Design Principles**are those used to manage most of the Software Design Problems we, as developers, generally encounter in our day-to-day programming. These design principles are tested and proven mechanisms to make the software designs more understandable, flexible, and maintainable. As a result, if we follow these principles while designing our application, we can develop better applications.

SOLID Design Principles represent five Design Principles used to make software designs more understandable, flexible, and maintainable. The Five SOLID Design Principles are as follows:

* **S**stands for the [**Single Responsibility Principle**](https://dotnettutorials.net/lesson/single-responsibility-principle/), also known as **SRP**: The Single Responsibility Principle states that Each software module or class should have only one reason to change. In other words, we can say that each module or class should have only one responsibility.
* stands for the [**Open-Closed Principle**](https://dotnettutorials.net/lesson/open-closed-principle/), also known as **OSP**: The Open-Closed Principle states that software entities such as modules, classes, functions, etc., should be open for extension but closed for modification.
* **L**stands for the **[Liskov Substitution Principle](https://dotnettutorials.net/lesson/liskov-substitution-principle/" \t "_blank)**, also known as LSP. The Liskov Substitution Principle states that the object of a derived class should be able to replace an object of the base class without bringing any errors in the system or modifying the behavior of the base class. That means the child class objects should be able to replace parent class objects without changing the correctness or behavior of the program.
* **I**stand for the [**Interface Segregation Principle**](https://dotnettutorials.net/lesson/interface-segregation-principle/)**, also** known as ISP: The Interface Segregation Principle states that Clients should not be forced to implement any methods they don’t use. Rather than one fat interface, numerous little interfaces are preferred based on groups of methods, with each interface serving one submodule.
* **D**stands for [**Dependency Inversion Principle**](https://dotnettutorials.net/lesson/dependency-inversion-principle/), also known as DIP: The Dependency Inversion Principle (DIP) states that high-level modules/classes should not depend on low-level modules/classes. Both should depend upon abstractions. Secondly, abstractions should not depend upon details. Details should depend upon abstractions.

**Single Responsibility Principle Real Time Example**

Without SRP

namespace SRPExample

{

public class BankAccount

{

public int AccountNumber { get; set; }

public double Balance { get; set; }

private List<string> Transactions = new List<string>();

public BankAccount(int accountNumber)

{

AccountNumber = accountNumber;

}

public void Deposit(double amount)

{

Balance += amount;

Transactions.Add($"Deposited Rs.{amount}. New Balance: Rs.{Balance}");

}

public void Withdraw(double amount)

{

Balance -= amount;

Transactions.Add($"Withdrew Rs.{amount}. New Balance: Rs.{Balance}");

}

public void PrintStatement()

{

Console.WriteLine($"Statement for Account: {AccountNumber}");

foreach (var transaction in Transactions)

{

Console.WriteLine(transaction);

}

}

}

//Testing the Single Responsibility Principle

public class Program

{

public static void Main()

{

BankAccount johnsAccount = new BankAccount(123456);

johnsAccount.Deposit(500);

johnsAccount.Withdraw(100);

johnsAccount.PrintStatement();

Console.ReadKey();

}

}

}
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Here, the BankAccount class handles:

* Transaction operations.
* Printing the transaction statement.

###### **Following SRP:**

* A cleaner approach would separate transaction management from statement printing:
* BankAccount manages the transactions of the account.
* StatementPrinter handles printing the transaction statement.

Let us see how we can implement the above example following the Single Responsibility Principle in C#:

namespace SRPExample

{

public class BankAccount

{

public int AccountNumber { get; private set; }

public double Balance { get; private set; }

public List<string> Transactions = new List<string>();

public BankAccount(int accountNumber)

{

AccountNumber = accountNumber;

}

public void Deposit(double amount)

{

Balance += amount;

Transactions.Add($"Deposited Rs.{amount}. New Balance: Rs.{Balance}");

}

public void Withdraw(double amount)

{

Balance -= amount;

Transactions.Add($"Withdrew Rs.{amount}. New Balance: Rs.{Balance}");

}

}

public class StatementPrinter

{

public void Print(BankAccount account)

{

Console.WriteLine($"Statement for Account: {account.AccountNumber}");

foreach (var transaction in account.Transactions)

{

Console.WriteLine(transaction);

}

}

}

//Testing the Single Responsibility Principle

public class Program

{

public static void Main()

{

BankAccount johnsAccount = new BankAccount(123456);

johnsAccount.Deposit(500);

johnsAccount.Withdraw(100);

StatementPrinter printer = new StatementPrinter();

printer.Print(johnsAccount);

Console.ReadKey();

}

}

}
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**Open Closed Principle Real Time Example**

Without OCP

namespace OCPDemo

{

public enum CustomerType

{

Regular,

Premium,

Newbie

}

public class DiscountCalculator

{

public double CalculateDiscount(double price, CustomerType customerType)

{

switch (customerType)

{

case CustomerType.Regular:

return price \* 0.1; // 10% discount for regular customers

case CustomerType.Premium:

return price \* 0.3; // 30% discount for premium customers

case CustomerType.Newbie:

return price \* 0.05; // 5% discount for new customers

default:

throw new ArgumentOutOfRangeException();

}

}

}

public class Program

{

public static void Main()

{

double discountedPrice = 0;

DiscountCalculator objdiscountCalculator = new DiscountCalculator();

discountedPrice = objdiscountCalculator.CalculateDiscount(100, CustomerType.Regular);

Console.WriteLine($"Discounted Price For {CustomerType.Regular} is {discountedPrice}");

discountedPrice = objdiscountCalculator.CalculateDiscount(100, CustomerType.Premium);

Console.WriteLine($"Discounted Price For {CustomerType.Premium} is {discountedPrice}");

discountedPrice = objdiscountCalculator.CalculateDiscount(100, CustomerType.Newbie);

Console.WriteLine($"Discounted Price For {CustomerType.Newbie} is {discountedPrice}");

Console.ReadKey();

}

}

}
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We can define a strategy pattern to adhere to open closed principle. Each discount type will have its own class, and adding a new discount would mean adding a new class without modifying the existing ones. Let us see how we can implement the above example following the Open-Closed Principle in C#:

namespace OCPDemo

{

//Create an interface for the discount strategy

public interface IDiscountStrategy

{

double CalculateDiscount(double price);

}

//Implement this interface for each discount type

public class RegularDiscount : IDiscountStrategy

{

public double CalculateDiscount(double price)

{

return price \* 0.1;

}

}

public class PremiumDiscount : IDiscountStrategy

{

public double CalculateDiscount(double price)

{

return price \* 0.3;

}

}

public class NewbieDiscount : IDiscountStrategy

{

public double CalculateDiscount(double price)

{

return price \* 0.05;

}

}

//Modify the DiscountCalculator class to accept an IDiscountStrategy

public class DiscountCalculator

{

private readonly IDiscountStrategy \_discountStrategy;

public DiscountCalculator(IDiscountStrategy discountStrategy)

{

\_discountStrategy = discountStrategy;

}

public double CalculateDiscount(double price)

{

return \_discountStrategy.CalculateDiscount(price);

}

}

//Testing the Open-Closed Principle

public class Program

{

public static void Main()

{

var regularDiscount = new RegularDiscount();

var calculator = new DiscountCalculator(regularDiscount);

double discountedPrice = calculator.CalculateDiscount(100); // 10% discount applied

var premiumDiscount = new PremiumDiscount();

calculator = new DiscountCalculator(premiumDiscount);

discountedPrice = calculator.CalculateDiscount(100); // 30% discount applied

Console.ReadKey();

}

}

}

**Liskov Substitution Principle Real Time Example**

Let’s see a real-time example, Vehicles and Their Engines, to understand the Liskov Substitution Principle (LSP). Vehicles can have different types of engines: gasoline, electric, or hybrid. Each engine type has a method to start it. However, while gasoline engines use ignition and fuel, electric engines need a battery check.

Without LSP

using System;

namespace LSPDemo

{

public class Vehicle

{

public virtual void StartEngine()

{

Console.WriteLine("Starting engine using ignition and fuel.");

}

}

public class ElectricVehicle : Vehicle

{

public override void StartEngine()

{

Console.WriteLine("Checking battery and starting electric motor.");

}

}

public class Program

{

public static void Main()

{

Vehicle vehicle = new Vehicle();

vehicle.StartEngine();

vehicle = new ElectricVehicle();

vehicle.StartEngine();

Console.ReadKey();

}

}

}

When working with the base Vehicle class, it’s important to note that the method StartEngine assumes an ignition mechanism. However, ElectricVehicle overrides this method to provide its own mechanism. If the client assumes that all vehicles start using an ignition mechanism, replacing the Vehicle with an ElectricVehicle would be incorrect and violate the Liskov Substitution Principle (LSP).

using System;

namespace LSPDemo

{

public abstract class Vehicle

{

public abstract void StartEngine();

}

public class GasolineVehicle : Vehicle

{

public override void StartEngine()

{

Console.WriteLine("Starting engine using ignition and fuel.");

}

}

public class ElectricVehicle : Vehicle

{

public override void StartEngine()

{

Console.WriteLine("Checking battery and starting electric motor.");

}

}

//Testing the Liskov Substitution Principle

public class Program

{

public static void Main()

{

Vehicle vehicle = new GasolineVehicle();

vehicle.StartEngine();

vehicle = new ElectricVehicle();

vehicle.StartEngine();

Console.ReadKey();

}

}

}

**Interface Segregation Principle Real Time Example**

###### **Violating ISP**

Creating a universal interface for all order types leads to unnecessary implementations. Let us first see how we can implement the above example without following the Interface Segregation Principle (ISP) in C#. Here’s an approach where a single interface tries to encompass all functionalities

namespace ISPDemo

{

public interface IOrder

{

void ProcessOnlinePayment();

void PrintTicket();

void ConfirmOverPhone();

}

public class OnlineOrder : IOrder

{

public void ProcessOnlinePayment()

{

Console.WriteLine("Implementation for processing online payment.");

}

public void PrintTicket()

{

throw new NotImplementedException("Online orders do not print tickets.");

}

public void ConfirmOverPhone()

{

throw new NotImplementedException("Online orders do not confirm over the phone.");

}

}

//Testing the ISP

public class Program

{

public static void Main()

{

OnlineOrder onlineOrder = new OnlineOrder();

onlineOrder.ProcessOnlinePayment();

onlineOrder.PrintTicket();

onlineOrder.ConfirmOverPhone();

Console.ReadKey();

}

}

}
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Let us see how we can rewrite the above example following the Interface Segregation Principle (ISP) in C#. By segregating the interfaces, we can make the system more modular and avoid unnecessary implementations.

namespace ISPDemo

{

public interface IOnlineOrder

{

void ProcessOnlinePayment();

void GenerateReceipt();

}

public interface IInHouseOrder

{

void PrintTicket();

}

public interface IPhoneOrder

{

void ConfirmOverPhone();

}

// Implementing segregated interfaces

public class OnlineOrder : IOnlineOrder

{

public void ProcessOnlinePayment()

{

// Implementation for processing online payment.

Console.WriteLine("Processing Online Payment");

}

public void GenerateReceipt()

{

// Implementation for generating a receipt.

Console.WriteLine("Generating Receipt");

}

}

public class InHouseOrder : IInHouseOrder

{

public void PrintTicket()

{

// Implementation for printing a ticket.

Console.WriteLine("Printing Ticket");

}

}

public class PhoneOrder : IPhoneOrder

{

public void ConfirmOverPhone()

{

// Implementation to confirm order over the phone.

// Implementation for printing a ticket.

Console.WriteLine("Confirming order over the phone");

}

}

//Testing the Interface Segregation Principle

public class Program

{

public static void Main()

{

Console.WriteLine("OnlineOrder:");

OnlineOrder onlineOrder = new OnlineOrder();

onlineOrder.ProcessOnlinePayment();

onlineOrder.GenerateReceipt();

Console.WriteLine("\nInHouseOrder:");

InHouseOrder inHouseOrder = new InHouseOrder();

inHouseOrder.PrintTicket();

Console.WriteLine("\nPhoneOrder:");

PhoneOrder phoneOrder = new PhoneOrder();

phoneOrder.ConfirmOverPhone();

Console.ReadKey();

}

}

}

With this design approach, each class only implements the interfaces relevant to its behavior, adhering to the Interface Segregation Principle. This helps in maintaining a cleaner and more intuitive codebase.

![](data:image/png;base64,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)

**Example to Understand Dependency Inversion Principle in C#**

Without DIP

##### **Employee.cs**

Create a class file named **Employee.cs** and copy and paste the following code. The following is a simple class having 4 properties. The following class is going to hold the employee data.

namespace SOLID\_PRINCIPLES.DIP

{

public class Employee

{

public int ID { get; set; }

public string Name { get; set; }

public string Department { get; set; }

public int Salary { get; set; }

}

}

##### **EmployeeDataAccessLogic.cs**

namespace SOLID\_PRINCIPLES.DIP

{

public class EmployeeDataAccessLogic

{

public Employee GetEmployeeDetails(int id)

{

//In real time get the employee details from database

//but here we have hard coded the employee details

Employee emp = new Employee()

{

ID = id,

Name = "Pranaya",

Department = "IT",

Salary = 10000

};

return emp;

}

}

}

##### **DataAccessFactory.cs**

The following class contains one static method, returning an instance of the EmployeeDataAccessLogic class. If you want to consume any method of the EmployeeDataAccessLogic class, then you need to create an instance of that class. In our example, the following class, the GetEmployeeDataAccessObj() static method, is going to return an instance of the EmployeeDataAccessLogic class, and using that instance, we can access the GetEmployeeDetails(int id) method. So, this class will return an instance of the EmployeeDataAccessLogic class, using which we can do the database operations.

namespace SOLID\_PRINCIPLES.DIP

{

public class DataAccessFactory

{

public static EmployeeDataAccessLogic GetEmployeeDataAccessObj()

{

return new EmployeeDataAccessLogic();

}

}

}

##### **EmployeeBusinessLogic.cs**

The following class has one constructor used to create an instance of the EmployeeDataAccessLogic class. Here, within the constructor, we call the static GetEmployeeDataAccessObj() method on the DataAccessFactory class, which will return an instance of EmployeeDataAccessLogic, and we initialize the \_EmployeeDataAccessLogic property with the return instance. We also have one method, i.e., GetEmployeeDetails, which calls the GetEmployeeDetails method on the EmployeeDataAccessLogic instance to get the employee details by employee ID.

namespace SOLID\_PRINCIPLES.DIP

{

public class EmployeeBusinessLogic

{

EmployeeDataAccessLogic \_EmployeeDataAccessLogic;

public EmployeeBusinessLogic()

{

\_EmployeeDataAccessLogic = DataAccessFactory.GetEmployeeDataAccessObj();

}

public Employee GetEmployeeDetails(int id)

{

return \_EmployeeDataAccessLogic.GetEmployeeDetails(id);

}

}

}

Program.CS

using System;

namespace SOLID\_PRINCIPLES.DIP

{

public class Program

{

static void Main(string[] args)

{

EmployeeBusinessLogic employeeBusinessLogic = new EmployeeBusinessLogic();

Employee emp = employeeBusinessLogic.GetEmployeeDetails(1001);

Console.WriteLine($"ID: {emp.ID}, Name: {emp.Name}, Department: {emp.Department}, Salary: {emp.Salary}");

Console.ReadKey();

}

}

}
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##### **Comparing the above Example with the Dependency Inversion Principle in C#**

As per the **Dependency Inversion Principle**definition**, “a High-Level module should not depend on Low-Level modules. Both should depend on the abstraction”.**

So, first, we need to figure out the High-Level Module (class) and the Low-Level Module (class) in our example. A High-Level Module is a module that always depends on other modules. So, in our example, the EmployeeBusinessLogic class depends on the EmployeeDataAccessLogic class, so here, the EmployeeBusinessLogic class is the high-level module, and the EmployeeDataAccessLogic class is the low-level module.

So, as per the first rule of the Dependency Inversion Principle in C#, the EmployeeBusinessLogic class/module should not depend on the concrete EmployeeDataAccessLogic class/module. Instead, both classes should depend on abstraction. But, in our example, the way we have implemented the code, the EmployeeBusinessLogic, depending on the EmployeeDataAccessLogic class, means the first rule we are not following. In the later part of this article, I will modify the example to follow the Dependency Inversion Principle.

The second rule of the **Dependency Inversion Principle**states that **“Abstractions should not depend on details. Details should depend on Abstractions”.**Before understanding this, let us first understand what is an abstraction.

With DIP

##### **Employee.cs**

Create a class file named **Employee.cs** and copy and paste the following code. The following is a simple class having 4 properties. The following class is going to hold the employee data.

namespace SOLID\_PRINCIPLES.DIP

{

public class Employee

{

public int ID { get; set; }

public string Name { get; set; }

public string Department { get; set; }

public int Salary { get; set; }

}

}

##### **IEmployeeDataAccessLogic.cs**

we created the interface with one abstract method, i.e., GetEmployeeDetails. You must declare those methods here if you have multiple employee-related methods.

namespace SOLID\_PRINCIPLES.DIP

{

public interface IEmployeeDataAccessLogic

{

Employee GetEmployeeDetails(int id);

//Any Other Employee Related Method Declarations

}

}

##### **EmployeeDataAccessLogic.cs**

namespace SOLID\_PRINCIPLES.DIP

{

public class EmployeeDataAccessLogic : IEmployeeDataAccessLogic

{

public Employee GetEmployeeDetails(int id)

{

//In real time get the employee details from database

//but here we have hard coded the employee details

Employee emp = new Employee()

{

ID = id,

Name = "Pranaya",

Department = "IT",

Salary = 10000

};

return emp;

}

}

}

Next, we need to change the DataAccessFactory class. Here, we need to change the return type of the GetEmployeeDataAccessObj to IEmployeeDataAccessLogic instead of EmployeeDataAccessLogic. Internally, the method creates an instance of the EmployeeDataAccessLogic class, but we return that instance to the user using the Parent Interface, i.e., IEmployeeDataAccessLogic. This is possible because a Parent Class Reference Variable can hold the child class object reference. And here, IEmployeeDataAccessLogic is the Parent class, and EmployeeDataAccessLogic is the Child class of the IEmployeeDataAccessLogic Parent class.

##### **DataAccessFactory.cs**

namespace SOLID\_PRINCIPLES.DIP

{

public class DataAccessFactory

{

public static IEmployeeDataAccessLogic GetEmployeeDataAccessObj()

{

return new EmployeeDataAccessLogic();

}

}

}

We need to change the EmployeeBusinessLogic class, which will use the IEmployeeDataAccessLogic instead of the concrete EmployeeDataAccessLogic class, as shown below. You can see the EmployeeBusinessLogic class is not using the concrete EmployeeDataAccessLogic class. Instead, it uses the nonconcrete IEmployeeDataAccessLogic class.

##### **EmployeeBusinessLogic.cs**

namespace SOLID\_PRINCIPLES.DIP

{

public class EmployeeBusinessLogic

{

IEmployeeDataAccessLogic \_IEmployeeDataAccessLogic;

public EmployeeBusinessLogic()

{

\_IEmployeeDataAccessLogic = DataAccessFactory.GetEmployeeDataAccessObj();

}

public Employee GetEmployeeDetails(int id)

{

return \_IEmployeeDataAccessLogic.GetEmployeeDetails(id);

}

}

}

Program.CS

using System;

namespace SOLID\_PRINCIPLES.DIP

{

public class Program

{

static void Main(string[] args)

{

EmployeeBusinessLogic employeeBusinessLogic = new EmployeeBusinessLogic();

Employee emp = employeeBusinessLogic.GetEmployeeDetails(1001);

Console.WriteLine($"ID: {emp.ID}, Name: {emp.Name}, Department: {emp.Department}, Salary: {emp.Salary}");

Console.ReadKey();

}

}

}
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